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A THESIS SUBMITTED FOR THE DEGREE

OF

DOCTOR OF PHILOSOPHY

FACULTY OF COMPUTER SCIENCE

UNIVERSITY ALEXANDRU IOAN CUZA, IAŞI
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This dissertation shows how abstract interpre-

tation’s view of program analysis and verification

can be instilled in the K framework in a generic

fashion as reflective semantics.

K is a rewriting-based framework dedicated to

defining executable specifications for programming

languages semantics. The definitional style pro-

posed by the K framework is an amalgamation of

features from different semantics (e.g., features from

operational semantics, continuation based seman-

tics, denotational semantics, a.s.o.). The current

K’s desideratum is to demonstrate that its formal

specification environment can be effectively used

for various classes of programming languages paradigms.

Abstract interpretation provides a well known,

standardized and extensively used framework for
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program analysis and verification. The main idea

in abstract interpretation is that program analysis

and verification can be achieved by applying fix-

point iterators over sound approximations of pro-

gram semantics. Solely from a semantics perspec-

tive, abstract interpretation is a reflective seman-

tics environment where the reflexion of the seman-

tics is called abstraction.

The program analysis and verification approaches

tackled in K are either model checking, achieved

via Maude’s LTL model checker, or deductive ver-

ification, achieved via matching logic. However,

the third major verification technique, namely ab-

stract interpretation, was not systematically approached

in K. Our thesis addresses this omission and cov-

ers it. As such, we design a generic method for
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defining in K abstract specifications of pushdown

systems and fixpoint iterators over these specifica-

tions. We demonstrate the efficiency of this de-

sign by instantiating it with three case studies of

abstractions for data analysis, alias analysis, and

shape analysis.

0.1 Objective

The main objective of the current work is to study

how abstract interpretation can be used in K for

program analysis and verification.

Abstract interpretation is a very prolific research

area which debuted in [13] as a unified framework

for static program analysis. Hence, in the begin-

nings abstract interpretation was a framework ded-

icated to defining static semantics. However, along
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the time, abstract interpretation proved to be ap-

plied in many other areas of programming languages.

For a comprehensive description of these applica-

tions we refer to [12].

As stated before, we aim to obtain a combi-

nation of static semantics with dynamic seman-

tics. More to the point, we intend to employ model

checking over dynamic semantics of abstractions

in order to reproduce results obtained by static anal-

ysis via static semantics. In doing this, we rely

on the abstract interpretation view given in [33]

where a meta-algorithm for representing the anal-

ysis methods from abstract interpretation into ab-

stract model checking problems is described.

The meta-algorithm from [33] is transforms the

concrete program into the abstract one into two
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steps of syntax-based, control flow-preserving ab-

straction and a final step which applies collect-

ing semantics via model checking of the abstract

model. Note that our main concern for the current

work is this final step, while the syntax-based ab-

stractions are collapsed into a single step and cov-

ered only for a simple example.

Our view about the meta-algorithm in [33] co-

ordinates with the view available in the tool Astrée

[35, 11]. Namely, Astrée is a comprehensive col-

lection of abstractions used to derive static anal-

ysis results for structured C programs, with com-

plex memory usages, but without dynamic memory

allocation and recursion. However, our main con-

cern is the analysis method itself. Hence, we adopt

the decoupling provided by the meta-algorithm in
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[33], and assume that the static analysis methods

are parametric in the source programming language.

As such, we provide a collection of abstract pro-

gramming languages used to derive static analysis

results for real programming languages contain-

ing static and dynamic memory allocation in the

presence of recursion.

By comparison with the meta-algorithm in [33],

we replace conceptually the program with the spec-

ification of the programming language in which

the program is defined. Moreover, the syntax-based,

control flow preserving abstracting steps are seen

as one (compositional) step. In any case, our main

concern in the current work is the step which uses

the abstract model, in our case abstract program-

ming language specification, to obtain the static

6



analysis results. This step is based on the collect-

ing semantics, a semantics standardized in abstract

interpretation as a means of producing fixpoint it-

erations. Collecting semantics relies on the opera-

tional semantics of the abstraction and collects ex-

ecutions of the targeted program via a forward or

backward fixpoint iteration.

Consequently, we provide a generic method for

defining various analysis and verification methods

using abstract programming languages specifica-

tions and some instantiation of collecting seman-

tics. This is the objective of the current work and,

out of the two steps, we focus on the second one.

Brief related work: Among the projects support-

ing formal executable semantics specification we

mention AsmL [34], Coq [36, 10], Isabelle [37,
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26, 25], or Maude [38, 19]. K is a dedicated frame-

work for specification of formal executable seman-

tics [14, 23]. Among the achievements reported in

K we mention the C specification [18, 16] and the

specification of a subset of Verilog [24]. The veri-

fication methods employed by these definitions are

model checking, via Maude LTL Model Checking

tool [15], and deductive verification, via matching

logic [14]. There are also ad-hoc approaches to

analysis methods as type checking [17, 16] and a

more standardized assertion-based analysis frame-

work [22, 21]. However, abstract interpretation

remains unexplored methodically in the K frame-

work.
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0.2 Contributions

Towards achieving our objective, the key contribu-

tions of this dissertation are:

1. Generic collecting semantics for push-

down systems abstractions in K We describe a

methodology for defining in K finite abstractions

for pushdown systems. We choose pushdown sys-

tems because of their relative generality wrt pro-

gramming languages. Furthermore, we give a generic

algorithm for defining collecting semantics over

the K specification of finite pushdown systems.

This methodology is instantiated in all subsequent

contributions. This contribution is introduced in

[1, 2] and presented in Chapter 3.

2. Data analysis in K We instantiate with
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predicate abstraction [20], a flow sensitive abstrac-

tion for static memory which can be used to verify

data invariants. We associate predicate abstrac-

tion with a collecting semantics which produces

the fixpoint iteration. This contribution is pub-

lished in [3, 4] and presented in Chapter 4.

3. Alias analysis in K We give the K specifi-

cation of an abstract programming language de-

fined in [30, 32]. We use this language with a

collecting semantics which defines the fixpoint it-

eration for producing alias analysis results. This

contribution is introduced in [1] and presented in

Chapter 5.

4. Shape analysis in K We give the K spec-

ification of an abstract programming language de-

fined in [31]. We use this language with a col-
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lecting semantics which defines a generic invari-

ant model checking algorithm for pushdown sys-

tem specifications. The state properties employed

for the abstract language define shape invariants.

We employ these properties to produce demand

driven shape analysis. This contribution is briefly

described in [7, 5, 31, 6] and detailed in Chapter 6.

Earlier work on program analysis in K is pre-

sented in [22, 21] where the analysis is given as

an abstract semantics for a language of program

assertions. That work evolved into the deductive

verification tool proposed by matching logic [29,

28, 14]. The main difference in the approach pre-

sented in the current work is that we propose an

abstract semantics which is decoupled from the ac-

tual code, in the style of abstract interpretation.
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Other publications co-authored and co-related

with the current work, but not directly reflected

here, are [8, 9, 27].
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mania, 23-26 September 2010, pages 133–
141. IEEE Computer Society, 2010.
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